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1. **Задание лабораторной работы**

* Выбрать набор данных (датасет), содержащий категориальные признаки и пропуски в данных. Для выполнения следующих пунктов можно использовать несколько различных наборов данных (один для обработки пропусков, другой для категориальных признаков и т.д.)
* Для выбранного датасета (датасетов) на основе материалов лекции решить следующие задачи: обработку пропусков в данных; кодирование категориальных признаков; масшта- бирование данных.

1. **Ячейки Jupyter-ноутбука**

# Выбор и загрузка данных

В качестве датасета будем использовать набор данных, содержащий дан- ные по продажам автомобилей в США. Данный набор доступен по адресу: [https://www.kaggle.com/datasets/gagandeep16/car-sales](http://www.kaggle.com/datasets/gagandeep16/car-sales)

Набор данных имеет следующие атрибуты:

* Manufacturer - марка
* Model - модель
* Sales\_in\_thousands - продажи в тысячах
* year\_resale\_value - годовой объем продаж
* Vehicle\_type - тип автомобиля
* Price\_in\_thousands - цена в тысячах
* Engine\_size - объем двигателя
* Horsepower - лошадиные силы
* Wheelbase - колесная база
* Width - ширина
* Length - длина
* Curb\_weight - масса
* Fuel\_capacity - топливный бак
* Fuel\_efficiency - расход топлива
* Latest\_Launch - начало производства модели
* Power\_perf\_factor - мощностной коэффициент

[1]:

## Импорт библиотек

Импортируем библиотеки с помощью команды import:

**import numpy as np import pandas as pd import seaborn as sns**

**import matplotlib.pyplot as plt**

%**matplotlib** inline sns.set(style=DticksD)

[2]:

## Загрузка данных

Загрузим набор данных:

data = pd.read\_csv('Car\_sales.csv')

[3]:

# Первичный анализ данных

Выведем первые 5 строк датасета:

data.head()

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| [3]: | Manufacturer | Model | Sales\_in\_thousands | year\_resale\_value | Vehicle\_type | \ |
| 0 | Acura | Integra | 16.919 | 16.360 | Passenger |  |
| 1 | Acura | TL | 39.384 | 19.875 | Passenger |  |
| 2 | Acura | CL | 14.114 | 18.225 | Passenger |  |
| 3 | Acura | RL | 8.588 | 29.725 | Passenger |  |
| 4 | Audi | A4 | 20.397 | 22.255 | Passenger |  |

Price\_in\_thousands Engine\_size Horsepower Wheelbase Width Length \

0 21.50 1.8 140.0 101.2 67.3 172.4

1 28.40 3.2 225.0 108.1 70.3 192.9

2 NaN 3.2 225.0 106.9 70.6 192.0

3 42.00 3.5 210.0 114.6 71.4 196.6

4 23.99 1.8 150.0 102.6 68.2 178.0

Curb\_weight Fuel\_capacity Fuel\_efficiency Latest\_Launch \

0 2.639 13.2 28.0 2/2/2012

1 3.517 17.2 25.0 6/3/2011

2 3.470 17.2 26.0 1/4/2012

3 3.850 18.0 22.0 3/10/2011

4 2.998 16.4 27.0 10/8/2011

Power\_perf\_factor

0 58.280150

1 91.370778

2 NaN

3 91.389779

4 62.777639

Определим размер датасета:

[4]:

data.shape

[4]: (157, 16)

В датасете 157 строк и 16 столбцов. Определим тип столбцов:

[5]:

data.dtypes

1. : Manufacturer object Model object

Sales\_in\_thousands float64

year\_resale\_value

float64

Vehicle\_type object Price\_in\_thousands float64 Engine\_size float64

Horsepower float64

Wheelbase float64

Width float64

Length float64

Curb\_weight float64

Fuel\_capacity float64

1. :

Fuel\_efficiency float64

Latest\_Launch object Power\_perf\_factor float64 dtype: object

Проверим наличие пропусков:

data.isnull().sum()

1. : Manufacturer 0

Model 0

Sales\_in\_thousands 0

year\_resale\_value 36

Vehicle\_type 0

Price\_in\_thousands 2

Engine\_size 1

Horsepower 1

Wheelbase 1

Width 1

Length 1

Curb\_weight 2

Fuel\_capacity 1

Fuel\_efficiency 3

Latest\_Launch 0

Power\_perf\_factor 2

dtype: int64

Видим, что пропуски наблюдаются в множестве столбцов.

1. :

# Обработка пропусков данных

Удалим колонки, содержащие пустые значения:

data\_new\_1 = data.dropna(axis=1, how='any') (data.shape, data\_new\_1.shape)

1. : ((157, 16), (157, 5))

Выведем первые строки датасета на экран:

1. :

data\_new\_1

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| [8]: | Manufacturer | Model | Sales\_in\_thousands | Vehicle\_type | Latest\_Launch |
| 0 | Acura | Integra | 16.919 | Passenger | 2/2/2012 |
| 1 | Acura | TL | 39.384 | Passenger | 6/3/2011 |
| 2 | Acura | CL | 14.114 | Passenger | 1/4/2012 |
| 3 | Acura | RL | 8.588 | Passenger | 3/10/2011 |
| 4 | Audi | A4 | 20.397 | Passenger | 10/8/2011 |
| .. | … | … | … | … | … |
| 152 | Volvo | V40 | 3.545 | Passenger | 9/21/2011 |
| 153 | Volvo | S70 | 15.245 | Passenger | 11/24/2012 |
| 154 | Volvo | V70 | 17.531 | Passenger | 6/25/2011 |
| 155 | Volvo | C70 | 3.493 | Passenger | 4/26/2011 |
| 156 | Volvo | S80 | 18.969 | Passenger | 11/14/2011 |

[157 rows x 5 columns]

Удалим строки, содержащие пустые значения:

1. :

data\_new\_2 = data.dropna(axis=0, how='any') (data.shape, data\_new\_2.shape)

1. : ((157, 16), (117, 16))
2. :

data\_new\_2.head()

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| [10]: | Manufacturer | Model | Sales\_in\_thousands | year\_resale\_value | Vehicle\_type | \ |
| 0 | Acura | Integra | 16.919 | 16.360 | Passenger |  |
| 1 | Acura | TL | 39.384 | 19.875 | Passenger |  |
| 3 | Acura | RL | 8.588 | 29.725 | Passenger |  |
| 4 | Audi | A4 | 20.397 | 22.255 | Passenger |  |
| 5 | Audi | A6 | 18.780 | 23.555 | Passenger |  |

Price\_in\_thousands Engine\_size Horsepower Wheelbase Width Length \

0 21.50 1.8 140.0 101.2 67.3 172.4

1 28.40 3.2 225.0 108.1 70.3 192.9

3 42.00 3.5 210.0 114.6 71.4 196.6

4 23.99 1.8 150.0 102.6 68.2 178.0

5 33.95 2.8 200.0 108.7 76.1 192.0

Curb\_weight Fuel\_capacity Fuel\_efficiency Latest\_Launch \

0 2.639 13.2 28.0 2/2/2012

1 3.517 17.2 25.0 6/3/2011

3 3.850 18.0 22.0 3/10/2011

4 2.998 16.4 27.0 10/8/2011

5 3.561 18.5 22.0 8/9/2011

1. :
2. :

Power\_perf\_factor

0 58.280150

1 91.370778

3 91.389779

4 62.777639

5 84.565105

Заполним все пропущенные значения нулями:

data\_new\_3 = data.fillna(0)

Выведем на экран:

data\_new\_3.head()

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| [12]: | Manufacturer | Model | Sales\_in\_thousands | year\_resale\_value | Vehicle\_type | \ |
| 0 | Acura | Integra | 16.919 | 16.360 | Passenger |  |
| 1 | Acura | TL | 39.384 | 19.875 | Passenger |  |
| 2 | Acura | CL | 14.114 | 18.225 | Passenger |  |
| 3 | Acura | RL | 8.588 | 29.725 | Passenger |  |
| 4 | Audi | A4 | 20.397 | 22.255 | Passenger |  |

Price\_in\_thousands Engine\_size Horsepower Wheelbase Width Length \

0 21.50 1.8 140.0 101.2 67.3 172.4

1 28.40 3.2 225.0 108.1 70.3 192.9

2 0.00 3.2 225.0 106.9 70.6 192.0

3 42.00 3.5 210.0 114.6 71.4 196.6

4 23.99 1.8 150.0 102.6 68.2 178.0

Curb\_weight Fuel\_capacity Fuel\_efficiency Latest\_Launch \

0 2.639 13.2 28.0 2/2/2012

1 3.517 17.2 25.0 6/3/2011

2 3.470 17.2 26.0 1/4/2012

3 3.850 18.0 22.0 3/10/2011

4 2.998 16.4 27.0 10/8/2011

Power\_perf\_factor

0 58.280150

1 91.370778

2 0.000000

3 91.389779

4 62.777639

1. :

## Импьютация данных

* + 1. **Обработка пропусков в числовых данных**

Выберем числовые столбцы с пропущенными значениями и посчитаем количество пустых значений:

num\_cols = []

**for** col **in** data.columns:

temp\_null\_count = data[data[col].isnull()].shape[0] dt = str(data[col].dtype)

**if** temp\_null\_count>0 **and** (dt=='float64' **or** dt=='int64'): num\_cols.append(col)

temp\_perc = round((temp\_null\_count / data.shape[0]) \* 100.0, 2) print('Столбец **{}**. Тип данных **{}**. Количество пустых значений **{}**, **{}**%.'.

*‹→*format(col, dt, temp\_null\_count, temp\_perc))

Столбец year\_resale\_value. Тип данных float64. Количество пустых значений 36, 22.93%.

Столбец Price\_in\_thousands. Тип данных float64. Количество пустых значений 2, 1.27%.

Столбец Engine\_size. Тип данных float64. Количество пустых значений 1, 0.64%. Столбец Horsepower. Тип данных float64. Количество пустых значений 1, 0.64%. Столбец Wheelbase. Тип данных float64. Количество пустых значений 1, 0.64%.

Столбец Width. Тип данных float64. Количество пустых значений 1, 0.64%. Столбец Length. Тип данных float64. Количество пустых значений 1, 0.64%. Столбец Curb\_weight. Тип данных float64. Количество пустых значений 2, 1.27%.

Столбец Fuel\_capacity. Тип данных float64. Количество пустых значений 1, 0.64%. Столбец Fuel\_efficiency. Тип данных float64. Количество пустых значений 3, 1.91%.

Столбец Power\_perf\_factor. Тип данных float64. Количество пустых значений 2, 1.27%.

Отфильтруем по столбцам:

1. :

data\_num = data[num\_cols] data\_num

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [14]: | year\_resale\_value | | | Price\_in\_thousands | | Engine\_size | Horsepower | \ | |
| 0 | 16.360 | | | 21.50 | | 1.8 | 140.0 |  | |
| 1 | 19.875 | | | 28.40 | | 3.2 | 225.0 |  | |
| 2 | 18.225 | | | NaN | | 3.2 | 225.0 |  | |
| 3 | 29.725 | | | 42.00 | | 3.5 | 210.0 |  | |
| 4  .. 152 | 22.255  … NaN | | | 23.99  … 24.40 | | 1.8  …  1.9 | 150.0  …  160.0 |  | |
| 153 | NaN | | | 27.50 | | 2.4 | 168.0 |  | |
| 154 | NaN | | | 28.80 | | 2.4 | 168.0 |  | |
| 155 | NaN | | | 45.50 | | 2.3 | 236.0 |  | |
| 156 | NaN | | | 36.00 | | 2.9 | 201.0 |  | |
|  | Wheelbase | Width | Length | | Curb\_weight | Fuel\_capacity | Fuel\_efficiency | | \ |
| 0 | 101.2 | 67.3 | 172.4 | | 2.639 | 13.2 | 28.0 | |  |
| 1 | 108.1 | 70.3 | 192.9 | | 3.517 | 17.2 | 25.0 | |  |
| 2 | 106.9 | 70.6 | 192.0 | | 3.470 | 17.2 | 26.0 | |  |
| 3 | 114.6 | 71.4 | 196.6 | | 3.850 | 18.0 | 22.0 | |  |
| 4 | 102.6 | 68.2 | 178.0 | | 2.998 | 16.4 | 27.0 | |  |
| .. | … | … | … | | … | … | … | |  |
| 152 | 100.5 | 67.6 | 176.6 | | 3.042 | 15.8 | 25.0 | |  |
| 153 | 104.9 | 69.3 | 185.9 | | 3.208 | 17.9 | 25.0 | |  |
| 154 | 104.9 | 69.3 | 186.2 | | 3.259 | 17.9 | 25.0 | |  |
| 155 | 104.9 | 71.5 | 185.7 | | 3.601 | 18.5 | 23.0 | |  |
| 156 | 109.9 | 72.1 | 189.8 | | 3.600 | 21.1 | 24.0 | |  |

|  |  |
| --- | --- |
|  | Power\_perf\_factor |
| 0 | 58.280150 |
| 1 | 91.370778 |
| 2 | NaN |
| 3 | 91.389779 |
| 4 | 62.777639 |
| .. | … |
| 152 | 66.498812 |
| 153 | 70.654495 |
| 154 | 71.155978 |
| 155 | 101.623357 |
| 156 | 85.735655 |

1. :

[157 rows x 11 columns]

Гистограмма по признакам:

**for** col **in** data\_num: plt.hist(data[col], 50) plt.xlabel(col) plt.show()
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1. :

Будем использовать встроенные средства импьютации библиотеки scikit-learn, доступные по адресу: https://scikit-learn.org/stable/modules/impute.html

1. :

data\_num\_pit = data\_num[['Price\_in\_thousands']]

**from sklearn.impute import** SimpleImputer

**from sklearn.impute import** MissingIndicator

Фильтр для проверки заполнения пустых значений:

1. :

indicator = MissingIndicator()

mask\_missing\_values\_only = indicator.fit\_transform(data\_num\_pit) mask\_missing\_values\_only

1. : array([[False],

[False],

[ True],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[ True],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

1. :

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False],

[False]])

Проведем импьютацию различными показателями центра распределения:

strategies=['mean', 'median', 'most\_frequent']

1. :

**def** test\_num\_impute(strategy\_param):

imp\_num = SimpleImputer(strategy=strategy\_param) data\_num\_imp = imp\_num.fit\_transform(data\_num\_pit)

**return** data\_num\_imp[mask\_missing\_values\_only]

1. :

strategies[0], test\_num\_impute(strategies[0])

1. : ('mean', array([27.39075484, 27.39075484]))
2. :

strategies[1], test\_num\_impute(strategies[1])

1. : ('median', array([22.799, 22.799]))
2. :

strategies[2], test\_num\_impute(strategies[2])

1. : ('most\_frequent', array([12.64, 12.64]))

Создадим функцию, позволяющую задавать столбец и вид импьютации:

1. :

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAiCAYAAAC0nUK+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACKUlEQVRIidXWO2gWQRAH8F8SEx+gRRBfhaYKsVOLNGlNIdgIVoqlpjFGRUSwUIvgo5BgIYJoIRYqKlaCgiBoY2MhqJ1oQAsRfERifCRrcfMl5rzv7osxggPDzs7M/vnf7e7MSgwl0hzo9WZzKP8c/BUWoWkG2oLHVeATWINDMyS5ExuqwC/GeBAdDQK3YzDsW/g6Gcmdlo7E67BvpixepWcjfzTWj9U7LZ+DNWzBxgrW69AX9km8nBbNMV8abB7G/FliXgnrWt6LxILw1WVek37Z5q4Nu0h2oCfsvRj7LaMOc4lz4fuYWJ5jvDjxJuK3c7FK5nAY77EEx3OxI1gpOxkDdRFKmEvsDv9Eojt8XYlv4R8s2IdJ5lXgLYknEXuUaErcjflwYlEZeFVtGceesLtxDb0x34/RssWNFK77AQpbY7yH61ULG62KB0yx/K7+8fwj8DZZ5atJ+pvgQ5gfdivO/C3wTdgc9pUYe2W1Z1bgbTLW8AjbcCfmp7FwNuD70Cn7x/0xDsg2tcNUBS2Wkku0KjES/gu5i3IqV8NnfEMvh+9DYllJ4co3lcob2oPtYR/F21x8xPSm0qtICpg3Jx7H/GkqbxYPIu95orUR5ruwPuwB/KjzdWSbPI4uUzWoLvPOxLuwb5QwLmrQnxIryjb0aoxfCk5BPW3/hdClMvCaHmsQuKZ9aaqpTJT982GcKPnPRXJe9pyrPe/AvILE1SqaQKPy/z6hfwJxLdI6UWss8wAAAABJRU5ErkJggg==)

**def** test\_num\_impute\_col(dataset, column, strategy\_param): temp\_data = dataset[[column]]

indicator = MissingIndicator()

mask\_missing\_values\_only = indicator.fit\_transform(temp\_data)

imp\_num = SimpleImputer(strategy=strategy\_param) data\_num\_imp = imp\_num.fit\_transform(temp\_data)

filled\_data = data\_num\_imp[mask\_missing\_values\_only]

**return** column, strategy\_param, filled\_data.size, filled\_data[0],

*‹→*filled\_data[filled\_data.size-1]

Проверим работу функции по продажам автомобилей:

1. :

data[[' year\_resale\_value']].describe()

|  |  |  |
| --- | --- | --- |
| [25]: |  | year\_resale\_value |
|  | count | 121.000000 |
|  | mean | 18.072975 |
|  | std | 11.453384 |
|  | min | 5.160000 |
|  | 25% | 11.260000 |
|  | 50% | 14.180000 |
|  | 75% | 19.875000 |
|  | max | 67.550000 |

1. :

test\_num\_impute\_col(data, ' year\_resale\_value', strategies[0])

1. : (' year\_resale\_value',

'mean', 36, 18.07297520661157, 18.07297520661157)

1. :

test\_num\_impute\_col(data, ' year\_resale\_value', strategies[1])

1. : (' year\_resale\_value',

'median', 36, 14.18, 14.18)

1. :

test\_num\_impute\_col(data, ' year\_resale\_value', strategies[2])

1. : (' year\_resale\_value',

'most\_frequent',

36, 7.75, 7.75)

1. :
2. :

## Обработка пропусков в категориальных данных

Так как в датасете нет пропусков среди столбца “Производитель”, то искуственно подправим датасет и загрузим его:

data\_mod = pd.read\_csv('Car\_sales\_mod.csv')

Проверим категориальный признак:

cat\_cols = []

**for** col **in** data.columns:

temp\_null\_count = data\_mod[data\_mod[col].isnull()].shape[0] dt = str(data\_mod[col].dtype)

**if** temp\_null\_count>0 **and** (dt=='object'): cat\_cols.append(col)

temp\_perc = round((temp\_null\_count / data.shape[0]) \* 100.0, 2) print('Столбец **{}**. Тип данных **{}**. Количество пустых значений **{}**, **{}**%.'.

*‹→*format(col, dt, temp\_null\_count, temp\_perc))

Столбец Manufacturer. Тип данных object. Количество пустых значений 15, 9.55%.

Его и будем использовать:

1. :

cat\_temp\_data = data\_mod[['Manufacturer']] cat\_temp\_data.head()

|  |  |  |
| --- | --- | --- |
| [31]: |  | Manufacturer |
|  | 0 | Acura |
|  | 1 | Acura |
|  | 2 | Acura |
|  | 3 | Acura |
|  | 4 | Audi |

1. :

cat\_temp\_data['Manufacturer'].unique()

1. : array(['Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet', nan,

'Dodge', 'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep',

'Lexus', 'Mitsubishi', 'Mercury', 'Mercedes-B', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object)

1. :

cat\_temp\_data[cat\_temp\_data['Manufacturer'].isnull()].shape

[33]: (15, 1)

Импьютация наиболее частыми значениями:

1. :

imp2 = SimpleImputer(missing\_values=np.nan, strategy='most\_frequent') data\_imp2 = imp2.fit\_transform(cat\_temp\_data)

data\_imp2

1. : array([['Acura'],

['Acura'],

['Acura'],

['Acura'],

['Audi'],

['Audi'],

['Audi'],

['BMW'],

['BMW'],

['BMW'],

['Buick'],

['Buick'],

['Buick'],

['Buick'],

['Cadillac'],

['Cadillac'],

['Cadillac'],

['Cadillac'],

['Cadillac'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Honda'],

['Honda'],

['Honda'],

['Honda'],

['Honda'],

['Hyundai'],

['Hyundai'],

['Hyundai'],

['Infiniti'],

['Jaguar'],

['Jeep'],

['Jeep'],

['Jeep'],

['Lexus'],

['Lexus'],

['Lexus'],

['Lexus'],

['Lexus'],

['Lexus'],

['Dodge'],

['Dodge'],

['Dodge'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Plymouth'],

['Plymouth'],

['Plymouth'],

['Plymouth'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Porsche'],

['Porsche'],

['Porsche'],

['Saab'],

['Saab'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Subaru'],

['Subaru'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volvo'],

['Volvo'],

['Volvo'],

['Volvo'],

['Volvo'],

['Volvo']], dtype=object)

1. :

np.unique(data\_imp2)

1. : array(['Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet', 'Dodge',

'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep', 'Lexus', 'Mercedes-B', 'Mercury', 'Mitsubishi', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object)

1. :

Наблюдаем отсутствие пустых значений. Импьютация константой:

1. : array([['Acura'],

imp3 = SimpleImputer(missing\_values=np.nan, strategy='constant', fill\_value='???') data\_imp3 = imp3.fit\_transform(cat\_temp\_data)

data\_imp3

['Acura'],

['Acura'],

['Acura'],

['Audi'],

['Audi'],

['Audi'],

['BMW'],

['BMW'],

['BMW'],

['Buick'],

['Buick'],

['Buick'],

['Buick'],

['Cadillac'],

['Cadillac'],

['Cadillac'],

['Cadillac'],

['Cadillac'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'],

['Chevrolet'], ['???'],

['???'],

['???'],

['???'],

['???'],

['???'],

['???'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Dodge'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Ford'],

['Honda'],

['Honda'],

['Honda'],

['Honda'],

['Honda'],

['Hyundai'],

['Hyundai'],

['Hyundai'],

['Infiniti'],

['Jaguar'],

['Jeep'],

['Jeep'],

['Jeep'],

['Lexus'],

['Lexus'],

['Lexus'],

['Lexus'],

['Lexus'],

['Lexus'], ['???'],

['???'],

['???'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mitsubishi'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercury'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Mercedes-B'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Nissan'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Oldsmobile'],

['Plymouth'],

['Plymouth'],

['Plymouth'],

['Plymouth'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Pontiac'],

['Porsche'],

['Porsche'],

['Porsche'],

['Saab'],

['Saab'], ['???'],

['???'],

['???'],

['???'],

['???'],

['Subaru'],

['Subaru'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Toyota'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volkswagen'],

['Volvo'],

['Volvo'],

['Volvo'],

['Volvo'],

['Volvo'],

['Volvo']], dtype=object)

1. :

np.unique(data\_imp3)

1. : array(['???', 'Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet',

'Dodge', 'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep',

'Lexus', 'Mercedes-B', 'Mercury', 'Mitsubishi', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object)

1. :

data\_imp3[data\_imp3==0].size

[38]: 0

Значения были заменены на “???”.

## Преобразование категориальных признаков в числовые

1. :

cat\_enc = pd.DataFrame({'c1':data\_imp2.T[0]}) cat\_enc

|  |  |  |
| --- | --- | --- |
| [39]: |  | c1 |
|  | 0 | Acura |
|  | 1 | Acura |
|  | 2 | Acura |
|  | 3 | Acura |
|  | 4 | Audi |
|  | .. | … |
|  | 152 | Volvo |
|  | 153 | Volvo |
|  | 154 | Volvo |
|  | 155 | Volvo |
|  | 156 | Volvo |
|  | [157 | rows x 1 columns] |

# Кодирование категорий целочисленными значениями

## LabelEncoder

1. :

**from sklearn.preprocessing import** LabelEncoder

1. :

cat\_enc['c1'].unique()

1. : array(['Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet', 'Dodge',

'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep', 'Lexus', 'Mitsubishi', 'Mercury', 'Mercedes-B', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object)

1. :

le = LabelEncoder()

1. :

cat\_enc\_le = le.fit\_transform(cat\_enc['c1'])

1. :

le.classes\_

[44]: array(['Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet', 'Dodge',

'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep', 'Lexus', 'Mercedes-B', 'Mercury', 'Mitsubishi', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [45]: | cat\_enc\_le |  | | | | | | | | | | | | | | | |
| [45]: | array([ 0, | 0, | 0, | 0, | 1, | 1, | 1, | 2, | 2, | 2, | 3, | 3, | 3, | 3, | 4, | 4, | 4, |
|  | 4, | 4, | 5, | 5, | 5, | 5, | 5, | 5, | 5, | 5, | 5, | 6, | 6, | 6, | 6, | 6, | 6, |
|  | 6, | 6, | 6, | 6, | 6, | 6, | 6, | 6, | 6, | 6, | 6, | 6, | 7, | 7, | 7, | 7, | 7, |
|  | 7, | 7, | 7, | 7, | 7, | 7, | 8, | 8, | 8, | 8, | 8, | 9, | 9, | 9, | 10, | 11, | 12, |
|  | 12, | 12, | 13, | 13, | 13, | 13, | 13, | 13, | 6, | 6, | 6, | 16, | 16, | 16, | 16, | 16, | 16, |
|  | 16, | 15, | 15, | 15, | 15, | 15, | 15, | 14, | 14, | 14, | 14, | 14, | 14, | 14, | 14, | 14, | 17, |
|  | 17, | 17, | 17, | 17, | 17, | 17, | 18, | 18, | 18, | 18, | 18, | 18, | 19, | 19, | 19, | 19, | 20, |
|  | 20, | 20, | 20, | 20, | 20, | 21, | 21, | 21, | 22, | 22, | 6, | 6, | 6, | 6, | 6, | 23, | 23, |
|  | 24, | 24, | 24, | 24, | 24, | 24, | 24, | 24, | 24, | 25, | 25, | 25, | 25, | 25, | 25, | 26, | 26, |
|  | 26, | 26, | 26, | 26]) |  |  |  |  |  |  |  |  |  |  |  |  |  |

[46]:

np.unique(cat\_enc\_le)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [46]: | array([ 0, 1, 2, 3, | 4, | 5, | 6, | 7, | 8, | 9, | 10, | 11, | 12, | 13, | 14, | 15, | 16, | | |
|  | 17, 18, 19, 20, | 21, | 22, | 23, | 24, | 25, | 26]) | |  |  |  | | | |  |  |
| [47]: | le.inverse\_transform([ | 0, | 1, | 2, | 3, | 4, | 5, 6, | | 7, | 8, | 9, 10, 11, 12, | | | | 13, | 14, |
|  | *‹→*15, 16,  17, 18, 19, 20, 21, 22, 23, 24, 25, 26]) | | | | | | | | | | | | | | | |

1. : array(['Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet', 'Dodge',

'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep', 'Lexus', 'Mercedes-B', 'Mercury', 'Mitsubishi', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object)

## OrdinalEncoder

1. :

**from sklearn.preprocessing import** OrdinalEncoder

1. :

data\_oe = data\_mod[['Manufacturer', 'Model']] data\_oe.head()

1. : Manufacturer Model
   1. Acura Integra
   2. Acura TL
   3. Acura CL
   4. Acura RL
   5. Audi A4
2. :

imp4 = SimpleImputer(missing\_values=np.nan, strategy='constant', fill\_value='???') data\_oe\_filled = imp4.fit\_transform(data\_oe)

data\_oe\_filled

1. : array([['Acura', 'Integra'],

['Acura', 'TL'],

['Acura', 'CL'],

['Acura', 'RL'],

['Audi', 'A4'],

['Audi', 'A6'],

['Audi', 'A8'],

['BMW', '323i'],

['BMW', '328i'],

['BMW', '528i'],

['Buick', 'Century'],

['Buick', 'Regal'],

['Buick', 'Park Avenue'],

['Buick', 'LeSabre'],

['Cadillac', 'DeVille'],

['Cadillac', 'Seville'],

['Cadillac', 'Eldorado'],

['Cadillac', 'Catera'],

['Cadillac', 'Escalade'],

['Chevrolet', 'Cavalier'],

['Chevrolet', 'Malibu'],

['Chevrolet', 'Lumina'], ['Chevrolet', 'Monte Carlo'], ['Chevrolet', 'Camaro'],

['Chevrolet', 'Corvette'],

['Chevrolet', 'Prizm'],

['Chevrolet', 'Metro'],

['Chevrolet', 'Impala'],

['???', 'Sebring Coupe'],

['???', 'Sebring Conv.'],

['???', 'Concorde'],

['???', 'Cirrus'],

['???', 'LHS'],

['???', 'Town & Country'],

['???', '300M'],

['Dodge', 'Neon'],

['Dodge', 'Avenger'],

['Dodge', 'Stratus'],

['Dodge', 'Intrepid'],

['Dodge', 'Viper'],

['Dodge', 'Ram Pickup'],

['Dodge', 'Ram Wagon'],

['Dodge', 'Ram Van'],

['Dodge', 'Dakota'],

['Dodge', 'Durango'],

['Dodge', 'Caravan'],

['Ford', 'Escort'],

['Ford', 'Mustang'],

['Ford', 'Contour'],

['Ford', 'Taurus'],

['Ford', 'Focus'],

['Ford', 'Crown Victoria'],

['Ford', 'Explorer'],

['Ford', 'Windstar'],

['Ford', 'Expedition'],

['Ford', 'Ranger'],

['Ford', 'F-Series'],

['Honda', 'Civic'],

['Honda', 'Accord'],

['Honda', 'CR-V'],

['Honda', 'Passport'],

['Honda', 'Odyssey'],

['Hyundai', 'Accent'],

['Hyundai', 'Elantra'],

['Hyundai', 'Sonata'],

['Infiniti', 'I30'],

['Jaguar', 'S-Type'],

['Jeep', 'Wrangler'],

['Jeep', 'Cherokee'],

['Jeep', 'Grand Cherokee'],

['Lexus', 'ES300'],

['Lexus', 'GS300'],

['Lexus', 'GS400'],

['Lexus', 'LS400'],

['Lexus', 'LX470'],

['Lexus', 'RX300'],

['???', 'Continental'],

['???', 'Town car'],

['???', 'Navigator'],

['Mitsubishi', 'Mirage'],

['Mitsubishi', 'Eclipse'],

['Mitsubishi', 'Galant'],

['Mitsubishi', 'Diamante'],

['Mitsubishi', '3000GT'],

['Mitsubishi', 'Montero'], ['Mitsubishi', 'Montero Sport'], ['Mercury', 'Mystique'],

['Mercury', 'Cougar'],

['Mercury', 'Sable'], ['Mercury', 'Grand Marquis'], ['Mercury', 'Mountaineer'],

['Mercury', 'Villager'],

['Mercedes-B', 'C-Class'],

['Mercedes-B', 'E-Class'],

['Mercedes-B', 'S-Class'],

['Mercedes-B', 'SL-Class'],

['Mercedes-B', 'SLK'],

['Mercedes-B', 'SLK230'],

['Mercedes-B', 'CLK Coupe'],

['Mercedes-B', 'CL500'],

['Mercedes-B', 'M-Class'],

['Nissan', 'Sentra'],

['Nissan', 'Altima'],

['Nissan', 'Maxima'],

['Nissan', 'Quest'],

['Nissan', 'Pathfinder'],

['Nissan', 'Xterra'],

['Nissan', 'Frontier'],

['Oldsmobile', 'Cutlass'],

['Oldsmobile', 'Intrigue'],

['Oldsmobile', 'Alero'],

['Oldsmobile', 'Aurora'],

['Oldsmobile', 'Bravada'], ['Oldsmobile', 'Silhouette'], ['Plymouth', 'Neon'],

['Plymouth', 'Breeze'],

['Plymouth', 'Voyager'],

['Plymouth', 'Prowler'],

['Pontiac', 'Sunfire'],

['Pontiac', 'Grand Am'],

['Pontiac', 'Firebird'],

['Pontiac', 'Grand Prix'],

['Pontiac', 'Bonneville'],

['Pontiac', 'Montana'],

['Porsche', 'Boxter'], ['Porsche', 'Carrera Coupe'], ['Porsche', 'Carrera Cabrio'], ['Saab', '5-Sep'],

['Saab', '3-Sep'],

['???', 'SL'],

['???', 'SC'],

['???', 'SW'],

['???', 'LW'],

['???', 'LS'],

['Subaru', 'Outback'],

['Subaru', 'Forester'],

['Toyota', 'Corolla'],

['Toyota', 'Camry'],

['Toyota', 'Avalon'],

['Toyota', 'Celica'],

['Toyota', 'Tacoma'],

['Toyota', 'Sienna'],

['Toyota', 'RAV4'],

['Toyota', '4Runner'],

['Toyota', 'Land Cruiser'],

['Volkswagen', 'Golf'],

['Volkswagen', 'Jetta'],

['Volkswagen', 'Passat'],

['Volkswagen', 'Cabrio'],

['Volkswagen', 'GTI'],

['Volkswagen', 'Beetle'],

['Volvo', 'S40'],

['Volvo', 'V40'],

['Volvo', 'S70'],

['Volvo', 'V70'],

['Volvo', 'C70'],

['Volvo', 'S80']], dtype=object)

1. :

oe = OrdinalEncoder()

cat\_enc\_oe = oe.fit\_transform(data\_oe\_filled) cat\_enc\_oe

|  |  |  |  |
| --- | --- | --- | --- |
| [51]: | array([[ | 1., | 79.], |
|  | [ | 1., | 143.], |
|  | [ | 1., | 25.], |
|  | [ | 1., | 115.], |
|  | [ | 2., | 8.], |
|  | [ | 2., | 9.], |
|  | [ | 2., | 10.], |
|  | [ | 3., | 3.], |
|  | [ | 3., | 4.], |
|  | [ | 3., | 7.], |
|  | [ | 4., | 38.], |
|  | [ | 4., | 121.], |
|  | [ | 4., | 107.], |
|  | [ | 4., | 89.], |
|  | [ | 5., | 51.], |
|  | [ | 5., | 137.], |
|  | [ | 5., | 58.], |
|  | [ | 5., | 35.], |
|  | [ | 5., | 59.], |
|  | [ | 6., | 36.], |
|  | [ | 6., | 92.], |
|  | [ | 6., | 90.], |
|  | [ | 6., | 97.], |
|  | [ | 6., | 30.], |
|  | [ | 6., | 46.], |
|  | [ | 6., | 111.], |
|  | [ | 6., | 94.], |
|  | [ | 6., | 78.], |
|  | [ | 0., | 135.], |
|  | [ | 0., | 134.], |
|  | [ | 0., | 42.], |
|  | [ | 0., | 40.], |
|  | [ | 0., | 83.], |
|  | [ | 0., | 146.], |
|  | [ | 0., | 2.], |
|  | [ | 7., | 104.], |
|  | [ | 7., | 17.], |
|  | [ | 7., | 141.], |
|  | [ | 7., | 80.], |
|  | [ | 7., | 151.], |
|  | [ | 7., | 117.], |
|  | [ | 7., | 119.], |
|  | [ | 7., | 118.], |
|  | [ | 7., | 50.], |
|  | [ | 7., | 53.], |
|  | [ | 7., | 32.], |
|  | [ | 8., | 60.], |
|  | [ | 8., | 101.], |
|  | [ | 8., | 44.], |

|  |  |  |
| --- | --- | --- |
| [ | 8., | 145.], |
| [ | 8., | 65.], |
| [ | 8., | 48.], |
| [ | 8., | 62.], |
| [ | 8., | 153.], |
| [ | 8., | 61.], |
| [ | 8., | 120.], |
| [ | 8., | 63.], |
| [ | 9., | 41.], |
| [ | 9., | 12.], |
| [ | 9., | 28.], |
| [ | 9., | 109.], |
| [ | 9., | 105.], |
| [ | 10., | 11.], |
| [ | 10., | 57.], |
| [ | 10., | 140.], |
| [ | 11., | 77.], |
| [ | 12., | 123.], |
| [ | 13., | 154.], |
| [ | 13., | 39.], |
| [ | 13., | 74.], |
| [ | 14., | 55.], |
| [ | 14., | 68.], |
| [ | 14., | 69.], |
| [ | 14., | 85.], |
| [ | 14., | 87.], |
| [ | 14., | 116.], |
| [ | 0., | 43.], |
| [ | 0., | 147.], |
| [ | 0., | 103.], |
| [ | 17., | 95.], |
| [ | 17., | 56.], |
| [ | 17., | 71.], |
| [ | 17., | 52.], |
| [ | 17., | 1.], |
| [ | 17., | 98.], |
| [ | 17., | 99.], |
| [ | 16., | 102.], |
| [ | 16., | 47.], |
| [ | 16., | 133.], |
| [ | 16., | 75.], |
| [ | 16., | 100.], |
| [ | 16., | 150.], |
| [ | 15., | 23.], |
| [ | 15., | 54.], |
| [ | 15., | 122.], |
| [ | 15., | 129.], |
| [ | 15., | 130.], |
| [ | 15., | 131.], |
| [ | 15., | 27.], |
| [ | 15., | 26.], |
| [ | 15., | 91.], |
| [ | 18., | 136.], |

|  |  |  |
| --- | --- | --- |
| [ | 18., | 14.], |
| [ | 18., | 93.], |
| [ | 18., | 113.], |
| [ | 18., | 110.], |
| [ | 18., | 155.], |
| [ | 18., | 67.], |
| [ | 19., | 49.], |
| [ | 19., | 81.], |
| [ | 19., | 13.], |
| [ | 19., | 15.], |
| [ | 19., | 21.], |
| [ | 19., | 139.], |
| [ | 20., | 104.], |
| [ | 20., | 22.], |
| [ | 20., | 152.], |
| [ | 20., | 112.], |
| [ | 21., | 142.], |
| [ | 21., | 73.], |
| [ | 21., | 64.], |
| [ | 21., | 76.], |
| [ | 21., | 19.], |
| [ | 21., | 96.], |
| [ | 22., | 20.], |
| [ | 22., | 34.], |
| [ | 22., | 33.], |
| [ | 23., | 6.], |
| [ | 23., | 0.], |
| [ | 0., | 128.], |
| [ | 0., | 127.], |
| [ | 0., | 132.], |
| [ | 0., | 86.], |
| [ | 0., | 84.], |
| [ | 24., | 106.], |
| [ | 24., | 66.], |
| [ | 25., | 45.], |
| [ | 25., | 31.], |
| [ | 25., | 16.], |
| [ | 25., | 37.], |
| [ | 25., | 144.], |
| [ | 25., | 138.], |
| [ | 25., | 114.], |
| [ | 25., | 5.], |
| [ | 25., | 88.], |
| [ | 26., | 72.], |
| [ | 26., | 82.], |
| [ | 26., | 108.], |
| [ | 26., | 29.], |
| [ | 26., | 70.], |
| [ | 26., | 18.], |
| [ | 27., | 124.], |
| [ | 27., | 148.], |
| [ | 27., | 125.], |
| [ | 27., | 149.], |

1. :

[ 27., 24.],

[ 27., 126.]])

Уникальные значения столбца “Производитель”:

np.unique(cat\_enc\_oe[:, 0])

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| [52]: | array([ 0., | 1., 2., 3., 4., 5., 6., 7., 8., 9., | 10., | 11., | 12., |
|  | 13., | 14., 15., 16., 17., 18., 19., 20., 21., 22., | 23., | 24., | 25., |
|  | 26., | 27.]) |  |  |  |

Уникальные значения столбца “Модель”:

1. :

np.unique(cat\_enc\_oe[:, 1])

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [53]: | array([ 0., | 1., | 2., | 3., | 4., | 5., | 6., | 7., | 8., | 9., | 10., |
|  | 11., | 12., | 13., | 14., | 15., | 16., | 17., | 18., | 19., | 20., | 21., |
|  | 22., | 23., | 24., | 25., | 26., | 27., | 28., | 29., | 30., | 31., | 32., |
|  | 33., | 34., | 35., | 36., | 37., | 38., | 39., | 40., | 41., | 42., | 43., |
|  | 44., | 45., | 46., | 47., | 48., | 49., | 50., | 51., | 52., | 53., | 54., |
|  | 55., | 56., | 57., | 58., | 59., | 60., | 61., | 62., | 63., | 64., | 65., |
|  | 66., | 67., | 68., | 69., | 70., | 71., | 72., | 73., | 74., | 75., | 76., |
|  | 77., | 78., | 79., | 80., | 81., | 82., | 83., | 84., | 85., | 86., | 87., |
|  | 88., | 89., | 90., | 91., | 92., | 93., | 94., | 95., | 96., | 97., | 98., |
|  | 99., | 100., | 101., | 102., | 103., | 104., | 105., | 106., | 107., | 108., | 109., |
|  | 110., | 111., | 112., | 113., | 114., | 115., | 116., | 117., | 118., | 119., | 120., |
|  | 121., | 122., | 123., | 124., | 125., | 126., | 127., | 128., | 129., | 130., | 131., |
|  | 132., | 133., | 134., | 135., | 136., | 137., | 138., | 139., | 140., | 141., | 142., |
|  | 143., | 144., | 145., | 146., | 147., | 148., | 149., | 150., | 151., | 152., | 153., |
|  | 154., | 155.]) |  |  |  |  |  |  |  |  |  |

Все значения:

1. :

oe.categories\_

1. : [array(['???', 'Acura', 'Audi', 'BMW', 'Buick', 'Cadillac', 'Chevrolet', 'Dodge', 'Ford', 'Honda', 'Hyundai', 'Infiniti', 'Jaguar', 'Jeep',

'Lexus', 'Mercedes-B', 'Mercury', 'Mitsubishi', 'Nissan', 'Oldsmobile', 'Plymouth', 'Pontiac', 'Porsche', 'Saab', 'Subaru', 'Toyota', 'Volkswagen', 'Volvo'], dtype=object),

array(['3-Sep', '3000GT', '300M', '323i', '328i', '4Runner', '5-Sep',

'528i', 'A4', 'A6', 'A8', 'Accent', 'Accord', 'Alero', 'Altima',

'Aurora', 'Avalon', 'Avenger', 'Beetle', 'Bonneville', 'Boxter',

'Bravada', 'Breeze', 'C-Class', 'C70', 'CL', 'CL500', 'CLK Coupe',

'CR-V', 'Cabrio', 'Camaro', 'Camry', 'Caravan', 'Carrera Cabrio', 'Carrera Coupe', 'Catera', 'Cavalier', 'Celica', 'Century', 'Cherokee', 'Cirrus', 'Civic', 'Concorde', 'Continental', 'Contour', 'Corolla', 'Corvette', 'Cougar', 'Crown Victoria', 'Cutlass', 'Dakota', 'DeVille', 'Diamante', 'Durango', 'E-Class',

'ES300', 'Eclipse', 'Elantra', 'Eldorado', 'Escalade', 'Escort', 'Expedition', 'Explorer', 'F-Series', 'Firebird', 'Focus', 'Forester', 'Frontier', 'GS300', 'GS400', 'GTI', 'Galant', 'Golf', 'Grand Am', 'Grand Cherokee', 'Grand Marquis', 'Grand Prix', 'I30', 'Impala', 'Integra', 'Intrepid', 'Intrigue', 'Jetta', 'LHS', 'LS',

'LS400', 'LW', 'LX470', 'Land Cruiser', 'LeSabre', 'Lumina',

'M-Class', 'Malibu', 'Maxima', 'Metro', 'Mirage', 'Montana', 'Monte Carlo', 'Montero', 'Montero Sport', 'Mountaineer',

'Mustang', 'Mystique', 'Navigator', 'Neon', 'Odyssey', 'Outback', 'Park Avenue', 'Passat', 'Passport', 'Pathfinder', 'Prizm', 'Prowler', 'Quest', 'RAV4', 'RL', 'RX300', 'Ram Pickup', 'Ram Van',

'Ram Wagon', 'Ranger', 'Regal', 'S-Class', 'S-Type', 'S40', 'S70',

'S80', 'SC', 'SL', 'SL-Class', 'SLK', 'SLK230', 'SW', 'Sable',

'Sebring Conv.', 'Sebring Coupe', 'Sentra', 'Seville', 'Sienna', 'Silhouette', 'Sonata', 'Stratus', 'Sunfire', 'TL', 'Tacoma',

'Taurus', 'Town & Country', 'Town car', 'V40', 'V70', 'Villager', 'Viper', 'Voyager', 'Windstar', 'Wrangler', 'Xterra'], dtype=object)]

1. :

oe.inverse\_transform(cat\_enc\_oe)

1. : array([['Acura', 'Integra'],

['Acura', 'TL'],

['Acura', 'CL'],

['Acura', 'RL'],

['Audi', 'A4'],

['Audi', 'A6'],

['Audi', 'A8'],

['BMW', '323i'],

['BMW', '328i'],

['BMW', '528i'],

['Buick', 'Century'],

['Buick', 'Regal'],

['Buick', 'Park Avenue'],

['Buick', 'LeSabre'],

['Cadillac', 'DeVille'],

['Cadillac', 'Seville'],

['Cadillac', 'Eldorado'],

['Cadillac', 'Catera'],

['Cadillac', 'Escalade'],

['Chevrolet', 'Cavalier'],

['Chevrolet', 'Malibu'],

['Chevrolet', 'Lumina'], ['Chevrolet', 'Monte Carlo'], ['Chevrolet', 'Camaro'],

['Chevrolet', 'Corvette'],

['Chevrolet', 'Prizm'],

['Chevrolet', 'Metro'],

['Chevrolet', 'Impala'],

['???', 'Sebring Coupe'],

['???', 'Sebring Conv.'],

['???', 'Concorde'],

['???', 'Cirrus'],

['???', 'LHS'],

['???', 'Town & Country'],

['???', '300M'],

['Dodge', 'Neon'],

['Dodge', 'Avenger'],

['Dodge', 'Stratus'],

['Dodge', 'Intrepid'],

['Dodge', 'Viper'],

['Dodge', 'Ram Pickup'],

['Dodge', 'Ram Wagon'],

['Dodge', 'Ram Van'],

['Dodge', 'Dakota'],

['Dodge', 'Durango'],

['Dodge', 'Caravan'],

['Ford', 'Escort'],

['Ford', 'Mustang'],

['Ford', 'Contour'],

['Ford', 'Taurus'],

['Ford', 'Focus'],

['Ford', 'Crown Victoria'],

['Ford', 'Explorer'],

['Ford', 'Windstar'],

['Ford', 'Expedition'],

['Ford', 'Ranger'],

['Ford', 'F-Series'],

['Honda', 'Civic'],

['Honda', 'Accord'],

['Honda', 'CR-V'],

['Honda', 'Passport'],

['Honda', 'Odyssey'],

['Hyundai', 'Accent'],

['Hyundai', 'Elantra'],

['Hyundai', 'Sonata'],

['Infiniti', 'I30'],

['Jaguar', 'S-Type'],

['Jeep', 'Wrangler'],

['Jeep', 'Cherokee'],

['Jeep', 'Grand Cherokee'],

['Lexus', 'ES300'],

['Lexus', 'GS300'],

['Lexus', 'GS400'],

['Lexus', 'LS400'],

['Lexus', 'LX470'],

['Lexus', 'RX300'],

['???', 'Continental'],

['???', 'Town car'],

['???', 'Navigator'],

['Mitsubishi', 'Mirage'],

['Mitsubishi', 'Eclipse'],

['Mitsubishi', 'Galant'],

['Mitsubishi', 'Diamante'],

['Mitsubishi', '3000GT'],

['Mitsubishi', 'Montero'], ['Mitsubishi', 'Montero Sport'], ['Mercury', 'Mystique'],

['Mercury', 'Cougar'],

['Mercury', 'Sable'], ['Mercury', 'Grand Marquis'], ['Mercury', 'Mountaineer'],

['Mercury', 'Villager'],

['Mercedes-B', 'C-Class'],

['Mercedes-B', 'E-Class'],

['Mercedes-B', 'S-Class'],

['Mercedes-B', 'SL-Class'],

['Mercedes-B', 'SLK'],

['Mercedes-B', 'SLK230'],

['Mercedes-B', 'CLK Coupe'],

['Mercedes-B', 'CL500'],

['Mercedes-B', 'M-Class'],

['Nissan', 'Sentra'],

['Nissan', 'Altima'],

['Nissan', 'Maxima'],

['Nissan', 'Quest'],

['Nissan', 'Pathfinder'],

['Nissan', 'Xterra'],

['Nissan', 'Frontier'],

['Oldsmobile', 'Cutlass'],

['Oldsmobile', 'Intrigue'],

['Oldsmobile', 'Alero'],

['Oldsmobile', 'Aurora'],

['Oldsmobile', 'Bravada'], ['Oldsmobile', 'Silhouette'], ['Plymouth', 'Neon'],

['Plymouth', 'Breeze'],

['Plymouth', 'Voyager'],

['Plymouth', 'Prowler'],

['Pontiac', 'Sunfire'],

['Pontiac', 'Grand Am'],

['Pontiac', 'Firebird'],

['Pontiac', 'Grand Prix'],

['Pontiac', 'Bonneville'],

['Pontiac', 'Montana'],

['Porsche', 'Boxter'], ['Porsche', 'Carrera Coupe'], ['Porsche', 'Carrera Cabrio'], ['Saab', '5-Sep'],

['Saab', '3-Sep'],

['???', 'SL'],

['???', 'SC'],

['???', 'SW'],

['???', 'LW'],

['???', 'LS'],

['Subaru', 'Outback'],

['Subaru', 'Forester'],

['Toyota', 'Corolla'],

['Toyota', 'Camry'],

['Toyota', 'Avalon'],

['Toyota', 'Celica'],

['Toyota', 'Tacoma'],

['Toyota', 'Sienna'],

['Toyota', 'RAV4'],

['Toyota', '4Runner'],

['Toyota', 'Land Cruiser'],

['Volkswagen', 'Golf'],

['Volkswagen', 'Jetta'],

['Volkswagen', 'Passat'],

['Volkswagen', 'Cabrio'],

['Volkswagen', 'GTI'],

['Volkswagen', 'Beetle'],

['Volvo', 'S40'],

['Volvo', 'V40'],

['Volvo', 'S70'],

['Volvo', 'V70'],

['Volvo', 'C70'],

['Volvo', 'S80']], dtype=object)

1. :

## Кодирование шкал порядка

Для кодирования шкал порядка воспользуемся функцией map:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAiCAYAAAC0nUK+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACKUlEQVRIidXWO2gWQRAH8F8SEx+gRRBfhaYKsVOLNGlNIdgIVoqlpjFGRUSwUIvgo5BgIYJoIRYqKlaCgiBoY2MhqJ1oQAsRfERifCRrcfMl5rzv7osxggPDzs7M/vnf7e7MSgwl0hzo9WZzKP8c/BUWoWkG2oLHVeATWINDMyS5ExuqwC/GeBAdDQK3YzDsW/g6Gcmdlo7E67BvpixepWcjfzTWj9U7LZ+DNWzBxgrW69AX9km8nBbNMV8abB7G/FliXgnrWt6LxILw1WVek37Z5q4Nu0h2oCfsvRj7LaMOc4lz4fuYWJ5jvDjxJuK3c7FK5nAY77EEx3OxI1gpOxkDdRFKmEvsDv9Eojt8XYlv4R8s2IdJ5lXgLYknEXuUaErcjflwYlEZeFVtGceesLtxDb0x34/RssWNFK77AQpbY7yH61ULG62KB0yx/K7+8fwj8DZZ5atJ+pvgQ5gfdivO/C3wTdgc9pUYe2W1Z1bgbTLW8AjbcCfmp7FwNuD70Cn7x/0xDsg2tcNUBS2Wkku0KjES/gu5i3IqV8NnfEMvh+9DYllJ4co3lcob2oPtYR/F21x8xPSm0qtICpg3Jx7H/GkqbxYPIu95orUR5ruwPuwB/KjzdWSbPI4uUzWoLvPOxLuwb5QwLmrQnxIryjb0aoxfCk5BPW3/hdClMvCaHmsQuKZ9aaqpTJT982GcKPnPRXJe9pyrPe/AvILE1SqaQKPy/z6hfwJxLdI6UWss8wAAAABJRU5ErkJggg==)

sizes = ['small', 'medium', 'large', 'small', 'medium', 'large', 'small',

*‹→*'medium', 'large']

1. :

pd\_sizes = pd.DataFrame(data={'sizes':sizes}) pd\_sizes

|  |  |  |
| --- | --- | --- |
| [57]: |  | sizes |
|  | 0 | small |
|  | 1 | medium |
|  | 2 | large |
|  | 3 | small |
|  | 4 | medium |
|  | 5 | large |
|  | 6 | small |
|  | 7 | medium |
|  | 8 | large |

1. :

pd\_sizes['sizes\_codes'] = pd\_sizes['sizes'].map({'small':1, 'medium':2, 'large':

*‹→*3})

pd\_sizes

|  |  |  |  |
| --- | --- | --- | --- |
| [58]: |  | sizes | sizes\_codes |
|  | 0 | small | 1 |
|  | 1 | medium | 2 |
|  | 2 | large | 3 |
|  | 3 | small | 1 |
|  | 4 | medium | 2 |
|  | 5 | large | 3 |
|  | 6 | small | 1 |
|  | 7 | medium | 2 |
|  | 8 | large | 3 |

1. :

pd\_sizes['sizes\_decoded'] = pd\_sizes['sizes\_codes'].map({1:'small', 2:'medium', 3:

*‹→*'large'})

pd\_sizes

1. : sizes sizes\_codes sizes\_decoded
   1. small 1 small
   2. medium 2 medium

|  |  |  |  |
| --- | --- | --- | --- |
| 2 | large | 3 | large |
| 3 | small | 1 | small |
| 4 | medium | 2 | medium |
| 5 | large | 3 | large |
| 6 | small | 1 | small |
| 7 | medium | 2 | medium |
| 8 | large | 3 | large |

1. :

## Кодирование категорий наборами бинарных значений - one-hot encoding

Каждое уникальное значение признака становится новым отдельным признаком:

**from sklearn.preprocessing import** OneHotEncoder

1. :

ohe = OneHotEncoder()

cat\_enc\_ohe = ohe.fit\_transform(cat\_enc[['c1']])

1. :

cat\_enc.shape

[62]: (157, 1)

1. :

cat\_enc\_ohe.shape

[63]: (157, 27)

1. :

cat\_enc\_ohe

1. : <157x27 sparse matrix of type '<class 'numpy.float64'>'

with 157 stored elements in Compressed Sparse Row format>

1. :

cat\_enc\_ohe.todense()[0:10]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [65]: | matrix([[1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [0., | 1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [0., | 1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [0., | 1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [0., | 0., | 1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [0., | 0., | 1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |
|  | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0.], |  |  |  |  |  |
|  | [0., | 0., | 1., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., | 0., |

0., 0., 0., 0., 0., 0., 0., 0., 0., 0., 0.]])

1. :

cat\_enc.head(10)

|  |  |  |
| --- | --- | --- |
| [66]: |  | c1 |
|  | 0 | Acura |
|  | 1 | Acura |
|  | 2 | Acura |
|  | 3 | Acura |
|  | 4 | Audi |
|  | 5 | Audi |
|  | 6 | Audi |
|  | 7 | BMW |
|  | 8 | BMW |
|  | 9 | BMW |

1. :

pd.get\_dummies(cat\_enc).head()

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| [67]: | c1\_Acura | c1\_Audi | c1\_BMW | c1\_Buick | c1\_Cadillac | c1\_Chevrolet | c1\_Dodge | \ |
| 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 |  |
| 1 | 1 | 0 | 0 | 0 | 0 | 0 | 0 |  |
| 2 | 1 | 0 | 0 | 0 | 0 | 0 | 0 |  |
| 3 | 1 | 0 | 0 | 0 | 0 | 0 | 0 |  |
| 4 | 0 | 1 | 0 | 0 | 0 | 0 | 0 |  |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | c1\_Ford | c1\_Honda | | c1\_Hyundai | | … | c1\_Nissan | c1\_Oldsmobile | | c1\_Plymouth | | \ |
| 0 | 0 | 0 | | 0 | | … | 0 | 0 | | 0 | |  |
| 1 | 0 | 0 | | 0 | | … | 0 | 0 | | 0 | |  |
| 2 | 0 | 0 | | 0 | | … | 0 | 0 | | 0 | |  |
| 3 | 0 | 0 | | 0 | | … | 0 | 0 | | 0 | |  |
| 4 | 0 | 0 | | 0 | | … | 0 | 0 | | 0 | |  |
|  | c1\_Pontiac | | c1\_Porsche | | c1\_Saab | c1\_Subaru | | c1\_Toyota | c1\_Volkswagen | | \ | |
| 0 | 0 | | 0 | | 0 | 0 | | 0 | 0 | |  | |
| 1 | 0 | | 0 | | 0 | 0 | | 0 | 0 | |  | |
| 2 | 0 | | 0 | | 0 | 0 | | 0 | 0 | |  | |
| 3 | 0 | | 0 | | 0 | 0 | | 0 | 0 | |  | |
| 4 | 0 | | 0 | | 0 | 0 | | 0 | 0 | |  | |

c1\_Volvo

0 0

1 0

2 0

3 0

4 0

[5 rows x 27 columns]

1. :

pd.get\_dummies(cat\_temp\_data, dummy\_na=**True**).head()

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| [68]: | Manufacturer\_Acura | Manufacturer\_Audi | Manufacturer\_BMW | \ |
| 0 | 1 | 0 | 0 |  |
| 1 | 1 | 0 | 0 |  |
| 2 | 1 | 0 | 0 |  |
| 3 | 1 | 0 | 0 |  |
| 4 | 0 | 1 | 0 |  |

Manufacturer\_Buick Manufacturer\_Cadillac Manufacturer\_Chevrolet \

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 |  | | 0 | | |  | 0 | | |
| 1 | 0 |  | | 0 | | |  | 0 | | |
| 2 | 0 |  | | 0 | | |  | 0 | | |
| 3 | 0 |  | | 0 | | |  | 0 | | |
| 4 | 0 |  | | 0 | | |  | 0 | | |
|  | Manufacturer\_Dodge | Manufacturer\_Ford | | Manufacturer\_Honda | | | \ |  | | |
| 0 | 0 | 0 | | 0 | | |  |  | | |
| 1 | 0 | 0 | | 0 | | |  |  | | |
| 2 | 0 | 0 | | 0 | | |  |  | | |
| 3 | 0 | 0 | | 0 | | |  |  | | |
| 4 | 0 | 0 | | 0 | | |  |  | | |
|  | Manufacturer\_Hyundai | … | Manufacturer\_Oldsmobile | | | Manufacturer\_Plymouth | | | | \ |
| 0 | 0 | … | 0 | | | 0 | | | |  |
| 1 | 0 | … | 0 | | | 0 | | | |  |
| 2 | 0 | … | 0 | | | 0 | | | |  |
| 3 | 0 | … | 0 | | | 0 | | | |  |
| 4 | 0 | … | 0 | | | 0 | | | |  |
|  | Manufacturer\_Pontiac | Manufacturer\_Porsche | | | Manufacturer\_Saab \ | | | |  | |
| 0 | 0 | 0 | | | 0 | | | |  | |
| 1 | 0 | 0 | | | 0 | | | |  | |
| 2 | 0 | 0 | | | 0 | | | |  | |
| 3 | 0 | 0 | | | 0 | | | |  | |
| 4 | 0 | 0 | | | 0 | | | |  | |
|  | Manufacturer\_Subaru | Manufacturer\_Toyota | | | Manufacturer\_Volkswagen | | | | \ | |
| 0 | 0 | 0 | | | 0 | | | |  | |
| 1 | 0 | 0 | | | 0 | | | |  | |
| 2 | 0 | 0 | | | 0 | | | |  | |
| 3 | 0 | 0 | | | 0 | | | |  | |
| 4 | 0 | 0 | | | 0 | | | |  | |
|  | Manufacturer\_Volvo | Manufacturer\_nan | | |  | | | |  | |
| 0 | 0 | 0 | | |  | | | |  | |
| 1 | 0 | 0 | | |  | | | |  | |
| 2 | 0 | 0 | | |  | | | |  | |
| 3 | 0 | 0 | | |  | | | |  | |
| 4 | 0 | 0 | | |  | | | |  | |
| [5 | rows x 28 columns] |  | | |  | | | |  | |

1. :

# Масштабирование данных

Масштабирование предполагает изменение диапазона измерения величины. Применяют MinMax масштабирование и масштабирование данных на основе Z-оценки.

**from sklearn.preprocessing import** MinMaxScaler, StandardScaler, Normalizer

## MinMax масштабирование

1. :

sc1 = MinMaxScaler()

sc1\_data = sc1.fit\_transform(data[['Price\_in\_thousands']])

1. :

plt.hist(data['Price\_in\_thousands'], 50) plt.show()

![](data:image/png;base64,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)

1. :

plt.hist(sc1\_data, 50) plt.show()
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## Масштабирование данных на основе Z-оценки

1. :

sc2 = StandardScaler()

sc2\_data = sc2.fit\_transform(data[['Price\_in\_thousands']])

1. :

plt.hist(sc2\_data, 50) plt.show()
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